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On Programming and Spreadsheet Calculations

Abstract
“Experiment”, “discovery” and “self-teaching” are basic components of active learning. Despite the fact that
learners are investigating notions and relationships known long before, their own discovery of something new
and unknown for them results in their fascination with an irreplaceable educational value. Spreadsheets are
one of many environments that can successfully be used for building stages for similar experimentation.

Activities described in this paper show how spreadsheet-based calculations can lead students to a deeper
comprehension of algorithms, their execution and notation in a programming language. Their goal is to
identify a relationship between a notation of an algorithm and the series of figures produced by its execution.
During their investigations, students exploit the adaptability of spreadsheets–each change of an input value
evokes the complete recalculation of the entire sheet. The instant recalculations allow the students to observe
many “runs” of the studied algorithm, to formulate hypotheses and to verify them much faster than any other
methods of traditional programming.
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Abstract

“Experiment”, “discovery” and “self-teaching” are basic components of active learning. De-
spite the fact that learners are investigating notions and relationships known long before, their
own discovery of something new and unknown for them results in their fascination with an irre-
placeable educational value. Spreadsheets are one of many environments that can successfully be
used for building stages for similar experimentation.
Activities described in this paper show how spreadsheet-based calculations can lead students to
a deeper comprehension of algorithms, their execution and notation in a programming language.
Their goal is to identify a relationship between a notation of an algorithm and the series of fig-
ures produced by its execution. During their investigations, students exploit the adaptability of
spreadsheets–each change of an input value evokes the complete recalculation of the entire sheet.
The instant recalculations allow the students to observe many “runs” of the studied algorithm,
to formulate hypotheses and to verify them much faster than any other methods of traditional
programming.

Keywords: Introductory programming courses, constructive learning, simulation of program
tracing.

1 Introduction

Results of international high-school competitions in Mathematics, Computer Science and other
science-related disciplines indicate that education in Eastern and Central Europe has been of a
high quality. At the same time, these subjects are not popular among youngsters and many of them
experience problems with them at high schools and universities. These students describe the subjects
as being difficult to understand, with no relationship to their lives and boring [26].

This issue seems to originate from universities. As a rule, future teachers are trained in two
related subjects. For example, at the University of Constantinus the Philosopher in Nitra, Computer
Science is studied in a combination with Mathematics or Physics or English. Traditionally, science-
related courses for future researchers and pre-service teachers have been almost identical. They are
very intensive and (for all teachers above Grade 4) lead to an equivalent MSc. title. Typical teaching
methodologies stress formal knowledge and its exact usage. They are minimally oriented on raising
students’ interest and motivation. Such an approach is quite natural as university students are in
general interested in their study fields. Teachers tend to simulate the behaviour of their educators.
As a result many of them later repeat “lecturing” in primary and secondary schools. The result has
been mentioned: Gifted pupils and students are gaining good knowledge and excel in Olympiads.
Those less involved are becoming lost and step-by-step start ignoring the course. This results in a
low average level of mathematics and science knowledge among the population.
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There have been isolated attempts to change the model, e.g. [9]. However, the absence of
a “critical mass” of supporters results in little or no change, even after more than a decade of
the collapse of the former regime. The reasons are obvious–the instant replacement of teachers is
impossible and the substantial change of their in-class behaviour requires a long time. We believe that
teacher preparation with a different orientation is the best long-term strategy–it would accelerate
the building of a critical mass of innovators. In our courses, we demonstrate the methods of active
learning and train our students in their use. They also develop their own methods as a part of their
master thesis (e.g. [18], [17]). Our experience and discussions with our graduates show that they
have started using various approaches in their classes.

In this article we describe one of the ways–the use of spreadsheets for demonstrating relationships
between programs and their executions. The problem set is oriented to Pascal and used at the
University of Constantinus the Philosopher in Nitra, Slovakia, for training future Computer Science
teachers. It is important to add that the described training is run in one of the final courses. The
participants are already skilled programmers. Thus, its main aim is explaining alternative methods
to teaching programming and introducing various tools for demonstrating its concepts (including the
traditional ones as flowcharts, debuggers, algorithm animators, etc.) Generic software (spreadsheet
programs, in particular) is among these concepts because it offers a cheap way to create a wide variety
of different learning environments for both mathematics and computer science. In recent years, a
set of similar “intellectual exercises” have been presented ([11], [12], [20], [21]). It is important
to add that there is another approach to introductory programming courses in Slovakia based on
minilanguages ([3], [16]).

2 Making learning active

The discussed methodology best coincides with constructive learning [2].

1. Set the stage but have the students generate the knowledge for themselves as much as possible
[13], [1].

2. Anchor the knowledge in authentic situations and activities [4].

3. Use the cognitive apprenticeship methods of modeling, scaffolding, fading and coaching to
convey how to construct knowledge in authentic situations and activities [5].

4. Situate knowledge in multiple contexts to prepare for appropriate transfer to new contexts [8].

5. Create cognitive flexibility by ensuring that all knowledge is seen from multiple perspectives
[25].

6. Have the students collaborate in knowledge construction [14].

Teaching programming is very appropriate for implementing the above ideas. The fact that
teaching programming cannot be done without actively working on computers is the first positive step.
Unfortunately, it is too often the last one, too. To make the next steps, the teaching methodology
can also exploit other computerized tools [15], [23]. We are investigating the potential of spreadsheet
programs for such a support.

When spreadsheets first appeared, they were welcomed as “a success story of making program-
ming easier” [19]. Three years later, Nardi and Miller [24] added that the biggest advantage of
spreadsheets is not cognitive but motivational: “. . . after only a few hours of work, spreadsheet
users are rewarded by simple but functioning programs”. There are good reasons for such claims as
spreadsheet programmers, for example, do not need to tackle (sometimes very peculiar) input/output
commands.
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m n k 
67 9 0 
58 9 1 
49 9 2 
40 9 3 
31 9 4 
22 9 5 
13 9 6 
4 9 7 

 Algorithm:
 read(m,n); k:=0;
 while m>=n do
   begin
     m := m – n;
     k:= k + 1;
   end;
 write(k,n);  

Figure 1: The notation and the results of an algorithm.

Notice that these opinions refer to the period when computer literacy was assumed to be identical
to programming and for that reason programming languages were taught more frequently than other
software tools. Our present situation is different. Most computer literacy courses target text process-
ing, computer graphics and spreadsheet calculations. As a result, teaching programming can profit
from the prerequisite. In this paper we are looking for potential ways of its exploitation: presuming
that students are familiar with spreadsheets, we build environments in which they can more easily
understand programming concepts. Microsoft Excel [7], [6] was used in the following examples.

The general strategy for setting up the stage can be described as: Programming problems
can be also solved using spreadsheet calculations. The stage is built around one of the
spreadsheet solutions. It is selected and arranged in a way that exhibits and amplifies
the considered properties of the algorithm. By experimenting with the spreadsheet
solution, the students reveal the properties and extrapolate them to the field of pro-
gramming.

Examples in [10] illustrate relationships between spreadsheet formulas and programming language
commands, show reasons for setting up initial values of variables, demonstrate a way of “translation”
of a sequence of formulas into a loop, and introduce the idea of computational complexity. In this
paper, we simulate executions of algorithms written in a particular language (Pascal) and ask students
to identify their properties.

3 Setting up the stage

As we concentrate on the relationship between a notation and its execution, all other (pointless)
features of the problem are removed. Therefore, just two components are displayed: a Pascal notation
of an unknown (investigated) algorithm and a table with the series of its results. To shed more light
on the relationship, all intermediate and final values of all variables are displayed. Figure 1 shows
the content of the screen for the input m = 67 and n = 9. The students can change the content of
input values–the shaded fields in the second row of the table–by typing values into them. This is
the sole activity the students can perform. Our readers are invited to do the same.

As the stage is built inside a spreadsheet, each change results in recalculation of the table. Its new
content shows the program execution for the new input pair. As the number of the loop repetitions
may differ, the length of the table may change as well. At the end of the recalculation, only the fields
“generated by the program” are displayed. All others remain empty. The spreadsheet calculation is
hidden; the students can only observe its effects–identical to the effects of the algorithm execution.

Notice that similar simulations are called “tracing” and recommended in introductory program-
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ming lessons. In spite of its value, the method is not very popular. First, manual simulations are
time-consuming. Secondly, as the calculations are chained, any error in any of intermediate values
results in a wrong sequence and, consequently, misleads students.

4 Experiments

The described stage capable of performing calculations is presented to students. They are invited to
freely change its input values in order to specify what elementary calculation the algorithm performs.
In any boundless environment, it is rather easy to start blundering and get lost. The time volume
required by the application of active learning methods is a big concern of their proponents and
opponents [22]. To minimize the time losses, the stage must be properly “marked”. The marks–
supporting learning materials–indicate a proper direction of the research and help the students to
clarify the meaning of their partial results. In our case they have a form of questions pointing to
specifics of the algorithm behaviour:

The input values m and n must be integers.

1. What values of m prolong the table?

2. What n prolongs the table?

3. What values of m make the table shorter?

4. What n shortens the table?

5. Find a pair of m and n generating a table with exactly four rows.

6. Is there another pair (or pairs) of input values generating four-row table?

7. In your opinion, how many pairs generate four-row tables?

8. Is there any relationship between the final value of k and the number of rows?

9. Find an input pair producing 6 as the final value of k.

10. Are there other pairs of input values generating the final k = 6?

11. As the first row is used for the program input, it is always presented. Thus, the minimum table
length is one. Some pairs of m and n do not generate any new rows. Find such a pair.

12. What relationship holds between the input values not generating more rows?

13. Find a pair of m and n generating n = 12 and k = 4 in the last row.

14. Is there more than one solution to Problem 13? If so, how many? If not, why?

15. Find an input pair m and n generating m = 5 and k = 4 in the last row.

16. Find an input pair m and n generating the triple m = 5, n = 7 and k = 4 in the last row.

17. Is there a pair m and n generating an infinitely long table?

18. What relationships hold between initial and final values of m, n and k?

19. What does the algorithm calculate?

20. What is the consequence of the answer to Problem 16 to the negative integers?
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The students are not required to follow any order of the questions and are allowed to exchange
their partial observations. For example, the questions 6, 10, 12, 14 and 15 are good candidates
for similar “information exchange”. Such an approach not only speeds up the road to the results,
but also allows students to compare their strategies and to differ between data collection and their
evaluation. Often, students distribute their functions and specialize in some of them–an activity
that can hardly be applied in other introductory programming courses.

The investigations should finally lead them to the specification of the algorithm through its
behavior–here the investigated algorithm is integer division. Among the initial values, m is the
dividend and n the divisor. In the final row, k is the quotient and m the remainder.

5 Facilitating New Knowledge

All investigations are followed by discussions. Their aim is to compare and evaluate students’ con-
clusions, allow them to express their opinions and to derive further facts. The reason is that their
(sometimes hectic) experimentation seldom gives them room for critical observations and in-depth
analysis. Even if some students disclose the “secret” algorithm rather quickly, we encourage them
to complete their research as they often uncover other important properties of algorithms. Some
conclusions address general concepts shared by all algorithms like:

• The notation of the algorithm is a permanent, unchanging text. At the same time, the execution
of the algorithm can virtually be of any length.

• The length of the execution strongly depends on the input values.
• The same input pair always generates the same output table. Different input pairs may generate
same results (in this case, the same k and n).

Their next set characterizes relationships between the table content (e.g. the execution itself)
and its prescription in Pascal. Here we point students’ attention to data patterns generated by the
commands:

• By additional questions like: “What sequence of values is stored in the k column and why?
What sequence of values is stored in the m column and why? Why has the value of n never
changed”? we enhance comprehension of the Pascal commands. The command m := m− n is
represented in the first column as an arithmetic progression with its elements differing by n.
The command k := k + 1 increases the values along the third column. Finally, the value of n
in the second column remains unchanged as it is not a subject of any command.

• We also revisit appropriate questions (e.g. Q11 “What pairs of m and n do not generate
new rows?”). Here we point to the fact that its answer can be directly derived from a Pascal
command. In particular, the loop condition m ≥ n prohibits the execution of the loop for
m < n. Consequently, neither of pairs satisfying the condition produces new rows.

• By envisioning similar character of changes between two neighboring rows in the entire table
we pave a road to the notion of “a loop”. The changes are identical because they are the results
of repeating identical commands.

The last group reflects the relationship between informatics and mathematics, for example:

• The above algorithm is only appropriate for the division of positive integers (m > 0, n > 0).
Other inputs produce incorrect results. Their division algorithm must (and can) be defined in a
different way. With the students’ cooperation, the “correct” algorithms can be easily specified.

• All executions for n = 0 produce infinitely long tables. The discussion here concentrates on the
non-existence of the division algorithm (as no value can be divided by zero).

48 eJSiE 1(1):44-51
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6 Conclusion

Compared to the traditional “command-driven” approach (starting with the description of the pro-
gramming language commands), our approach can be characterized as “data-driven”. Our one goes
in an opposite direction: The presentation of results precedes the description of commands that
produce them. Our students derive commands from their meaning and way of evaluation.

One can object that similar results can be achieved using other visualization tools e.g. by debug-
gers. On the other hand, achieving a similar level of comfort, the program must have two separate
windows–for the text and for the data. The program is run inside its window; the results are re-
calculated (and displayed) in the other one. Our “program” is just a picture. This means that it
can be instantly replaced by its equivalent in a different programming language–and the rest may
remain intact. In doing this, one can stress the importance of the data processing method and its
dominance over the notation(s). There are many situations when programmers pay more attention
to the meaning of the algorithm than to its notation–the choice of test data is an example. By
comparing the alternative notations, the students start understanding similarities and differences
between various programming languages. This sort of knowledge is independent on a programming
language, its hardware and software implementation. We believe that by stressing these aspects we
target the core of programming, the basics of Information Science.

Naturally, it would be naïve to expect that a deep comprehension of these notions will be gained
after solving the above problem. Therefore, we have formed and implemented a set of similarly
oriented problems. Another similar set oriented to the programming language Karel the Robot is
under preparation.

7 Closing Remarks

The animation (input data modifications, instant recalculations as well as the changes of the table
length) are the most important components of the success of this and any similar teaching method-
ology. Therefore, interested readers are encouraged to experiment with the attached copy of our
program, and to contact the authors for other, similar ones.

For those who are willing to create similar environments by themselves, this is our “trade secret”.
The length of the table does not fluctuate. It is permanent and–in the given example–occupies the
first three columns of the entire sheet. The first row contains the names of the variables; the second
row is reserved for their initial values (exactly as Figure 1 shows). All remaining rows (starting with
the third one) contain a series of three intentionally modified formulas:

• Under “standard circumstances”, the cell A3 would contain the formula =A2-B2. Instead, it
contains =IF(A2>=B2,A2-B2,0). So, its content is evaluated in the expected way when the
loop condition holds; otherwise it is replaced by zero. Analogous formulas have been copied to
all remaining cells of the first column.

• Similarly, the cell B3 contains =IF(A2>=B2,B2,0) instead of “standard” =B2.

• Only the third column contains the “obvious calculation” i.e. =C2+1 in the cell C3 and its
equivalents in the remaining cells.

Due to the above conditions, the evaluation of the cells’ content runs in the expected way until
the loop condition holds. When the loop condition fails, zeros are assigned into the cells in the
column A and B. For us it indicates that the loop execution has terminated. Since that moment no
values should be displayed on the sheet. In our Excel applications, it has been done using conditional
formatting (Format / Conditional Formatting) and by typing =AND(A2=0,B2=0) into Formula Is. If
the formula holds, the font color is set up to “white”–the color of the background.
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There is no secret anymore. After each change of an input value, the formulas in all cells are re-
calculated. The results of the calculations executed “inside the loop” are displayed. The calculations
executed “outside the loop” are also performed, but presenting them “white on white” makes them
invisible–the length of the visible section of the table seemingly varies.
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